**Assignment 2: Functions in C++**

1. Write a C++ program to calculate Compound Interest using concept of pass by reference and return by reference. Read principal amount, rate of interest and period from the user.

Sol

#include <iostream>

#include <cmath>

using namespace std;

// Function prototype

void calculateCompoundInterest(double &principal, double &rate, int &period, double &compoundInterest);

int main()

{

    double principal, rate, compoundInterest;

    int period;

    // Read principal amount, rate of interest, and period from the user

    cout << "Enter principal amount: ";

    cin >> principal;

    cout << "Enter rate of interest: ";

    cin >> rate;

    cout << "Enter period (in years): ";

    cin >> period;

    // Calculate compound interest

    calculateCompoundInterest(principal, rate, period, compoundInterest);

    // Display the compound interest

    cout << "Compound interest: " << compoundInterest << endl;

    return 0;

}

// Function to calculate compound interest

void calculateCompoundInterest(double &principal, double &rate, int &period, double &compoundInterest)

{

    compoundInterest = principal \* pow(1 + (rate / 100), period) - principal;

}

s

OUTPUT  
![C:\Users\Acer\Pictures\Screenshots\2.1.png](data:image/png;base64,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)

1. Write a function Interest(principal, int\_rate, year). Use function overloading and default arguments to set the values of int\_rate and year.
2. #include <iostream>
3. using namespace std;
4. double Interest(double principal, double int\_rate, int year)
5. {
6. // Calculate the interest
7. double interest = principal \* int\_rate \* year;
8. // Return the interest
9. return interest;
10. }
11. // Overloaded function with default arguments
12. double Interest(double principal, double int\_rate = 0.05)
13. {
14. int year=1;
15. // Call the original function with the default arguments
16. return Interest(principal, int\_rate, year);
17. }
18. int main()
19. {
20. // Calculate the interest on 1000 at 5% for 1 year
21. double interest1 = Interest(1000);
22. cout << "Interest: " << interest1 << endl;
23. // Calculate the interest on 1000 at 10% for 2 years
24. double interest2 = Interest(1000, 0.1, 2);
25. cout << "Interest: " << interest2 << endl;
26. return 0;
27. }

OUTPUT

![C:\Users\Acer\Pictures\Screenshots\2.2.png](data:image/png;base64,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)

1. Create a class Cone(radius, height). Declare a static member count that will store the number of objects created. Write a static function that display() the number of objects created. Write an area() function as inline function to display area of the cone.

Soln

#include <iostream>

#include <cmath>

using namespace std;

class Cone

{

private:

    double radius;

    double height;

    static int count; // static member variable to store the number of objects created

public:

    // Constructor to initialize radius and height of the cone

    Cone(double r, double h)

    {

        radius = r;

        height = h;

        ++count; // increment the count each time an object is created

    }

    // static function to display the number of objects created

    static void display()

    {

        cout << "Number of objects created: " << count << endl;

    }

    // inline function to calculate and display the surface area of the cone

    inline double area()

    {

        //double surface\_area = M\_PI \* radius \* (radius + sqrt(pow(radius, 2) + pow(height, 2)));

        //cout << "Surface area of the cone: " << surface\_area << endl;

        //double surface\_area = M\_PI \* radius \* (radius + sqrt(pow(radius, 2) + pow(height, 2)));

       // return surface\_area;

    }

};

// initialize the static member variable

int Cone::count = 0;

int main()

{

    // create two Cone objects

    Cone cone1(2, 3);

    Cone cone2(4, 5);

    // display the number of objects created

    Cone::display(); // Output: Number of objects created: 2

    // calculate and display the surface area of the first cone

    cout<<"Surface area of cone1: "<<cone1.area(); // Output: Surface area of the cone: 37.699111843077515

    cout<<"Surface area of cone2: "<<cone2.area();

    return 0;

}

OUTPUT
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1. Create two classes Academics(rollno, name, m1, m2,m3) and Curricular(c1,c2). Write a friend class result to calculate percentage of a student using academics and curricular marks.
2. #include <iostream>
3. #include <string>
4. using namespace std;
5. class Academics
6. {
7. private:
8. int rollno;
9. string name;
10. int m1, m2, m3;
11. public:
12. Academics(int rollno, string name, int m1, int m2, int m3)
13. : rollno(rollno), name(name), m1(m1), m2(m2), m3(m3)
14. { }
15. // Declare the Result class as a friend so that it can access the private members of the Academics class
16. friend class Result;
17. };
18. class Curricular
19. {
20. private:
21. int c1, c2;
22. public:
23. Curricular(int c1, int c2) : c1(c1), c2(c2)
24. { }
25. // Declare the Result class as a friend so that it can access the private members of the Curricular class
26. friend class Result;
27. };
28. class Result
29. {
30. public:
31. // Calculate the percentage for a student based on their marks in Academics and Curricular
32. static float percentage(const Academics &academics, const Curricular &curricular)
33. {
34. float total = academics.m1 + academics.m2 + academics.m3 + curricular.c1 + curricular.c2;
35. return (total / 500) \* 100;
36. }
37. };
38. int main()
39. {
40. Academics a(1, "John", 85, 90, 95);
41. Curricular c(80, 70);
42. float percentage = Result::percentage(a, c);
43. cout << "Percentage: " << percentage << "%" << endl;
45. Academics a1(2, "Wick", 85, 90, 95);
46. Curricular c1(81, 70);
47. float percentage1 = Result::percentage(a1, c1);
48. cout << "Percentage: " << percentage1 << "%" << endl;
49. return 0;
50. }
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1. Create a class Account(Ano, Name, balance, int\_rate). Write a friend function Total\_bal() to calculate total interest earned on the balance.

#include <iostream>

#include <string>

using namespace std;

class Account

{

private:

    int A\_no;

    string Name;

    double balance;

    double int\_rate;

public:

    Account(int A, string N, double B, double IR) : A\_no(A), Name(N), balance(B), int\_rate(IR) {}

    friend double Total\_bal(const Account& a);

};

double Total\_bal(const Account& a)

{

    return a.balance \* a.int\_rate;

}

int main()

{

    Account a(12345, "John Smith", 1000.0, 0.05);

    cout << "Total interest: " << Total\_bal(a) << endl;

    return 0;

}

OUTPUT
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1. Create a class Manager(id, name, department, designation). Use default, parameterized and copy constructors to initialize the members of the class.

#include <iostream>

using namespace std;

class Manager

{

private:

    int id;

    string name;

    string department;

    string designation;

public:

    Manager()

        : id(0), name(""), department(""), designation("") {}

    Manager(int ID, string Name, string Department, string Designation)

        : id(ID), name(Name), department(Department), designation(Designation) {}

    Manager(const Manager& m)

        : id(m.id), name(m.name), department(m.department), designation(m.designation) {}

    void print()

    {

        cout << "ID: " << id << endl;

        cout << "Name: " << name << endl;

        cout << "Department: " << department << endl;

        cout << "Designation: " << designation << endl;

        cout << endl;

    }

};

int main()

{

    Manager m1; // Uses default constructor

    Manager m2(12345, "John Smith", "IT", "Manager"); // Uses parameterized constructor

    Manager m3(m2); // Uses copy constructor

    m1.print();

    m2.print();

    m3.print();

    return 0;

}
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